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# Install

<https://vuejs.org/>

Bisa menggunakan CLI

npm create vue@latest

Bisa menggunakan CDN

<script src="https://unpkg.com/vue@3/dist/vue.global.js"></script>

Gunakan yg .prod untuk build production

<script src="https://unpkg.com/vue@3/dist/vue.global.prod.js"></script>

## Intoduction using Global Build

<head>

<script src="https://unpkg.com/vue@3/dist/vue.global.js"></script>

</head>

<body>

<div id="app">

    {{ message }}

</div>

    <script>

        const {createApp} = Vue

        createApp({

            data(){

                return{

                    message: 'Hello VueJs'

                }

            }

        }).mount('#app')

    </script>

</body>

Pertama buat const bernama createApp yg menandakan ini adalah aplikasi Vue

Kemudian buat structure dari createApp yg me-return data(), jangan lupa tambahkan .mount(‘#app’)

.mount disini berarti hasil return ini akan di pakai kedalam div yg id nya = app

Pada contoh diatas, kita me-return variable message, dan di baca dalam div menggunakan {{ message }}

## Introduction Using the ES Module Build

<head>

    <title>Belajar VueJs</title>

</head>

<body>

<div id="app">

    {{ message }}

</div>

    <script type="module">

        import { createApp} from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

        createApp({

            data(){

                return{

                    message: 'Hello VueJs'

                }

            }

        }).mount('#app')

    </script>

</body>

Bila menggunakan ES Module, kita tidak perlu menginclude script pada head

Pada tag <script> tambahkan type=”module”, lalu import {createApp} dari alamat diatas

Untuk prod nya di

'https://unpkg.com/vue@3/dist/vue.esm-browser.prod.js'

## Reactive Example

<div id="app">

    <button @click="kurang()">-</button>

    {{ count }}

    <button @click="tambah()">+</button>

</div>

    <script type="module">

        import { createApp} from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

        createApp({

            data(){

                return{

                    count: 0

                }

            },

            methods:{

                tambah(){

                    this.count++;

                },

                kurang(){

                    this.count--;

                }

            }

        }).mount('#app')

    </script>

# Vue binding Text(v-text, v-html)

## v-text

<div id="app">

    <div>

        <div v-text="message"></div>

        <div v-text="message2">

            random string

        </div>

    </div>

</div>

    <script type="module">

        import { createApp} from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

        createApp({

            data(){

                return{

                    message: 'hallo vueJs',

                    message2: 'ini akan mereplace string diatas'

                }

            },

Hasil:

hallo vueJs

ini akan mereplace string diatas

v-text akan mereplace semua string yg ada di dalam div, dengan nilai yg ada di data()

## v-html

<div id="app">

    <div>

        <div v-html="message"></div>

    </div>

</div>

    <script type="module">

        import { createApp} from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

        createApp({

            data(){

                return{

                    message: '<i> hallo vueJs dalam italic </i>'

                }

            },

Hasil:

*hallo vueJs dalam italic*

v-html akan mereplace semua string dalam div beserta tag html yg ada pada data()

## v-bind href

<a v-bind:href="url">Google</a>

    atau

<a :href="url">Google</a>

createApp({

        data(){

            return{

                url: 'https://google.com',

            }

        }

    }).mount('#app')

## v-bind src

<div>

<img v-bind:src='user.image' style="width:50px">

    atau

   <img :src='user.image' style="width:50px">

 </div>

createApp({

        data(){

            return{

                url: 'https://google.com',

                user:{

                    name: 'user1',

                    image: 'https://images.pexels.com/photos/1804035/pexels-photo-1804035.jpeg?auto=compress&cs=tinysrgb&w=600'

                }

            }

        }

## v-bind style, alt, title, class & id

<style>

    .textbiru {

        color: blue;

    }

    #textUnderLine {

        text-decoration: underline;

    }

</style>

<body>

<div id="app">

    <div :class="selectedClass" :id="selectedId">

        user: {{user.name}}

    </div>

    <div>

        <img

            v-bind:src='user.image'

            v-bind:style="{width: calculatedWidth}"

            v-bind:alt=" 'image of '+ user.name "

            v-bind:title="  'image of '+ user.name "

        >

        atau

        <img

            :src='user.image'

            :style="{width: calculatedWidth}"

            :alt=" 'image of '+ user.name "

            :title=" 'image of '+ user.name "

        >

    </div>

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return{

                url: 'https://google.com',

                user:{

                    name: 'user1',

                    image: 'https://images.pexels.com/photos/1804035/pexels-photo-1804035.jpeg?auto=compress&cs=tinysrgb&w=600'

                },

                calculatedWidth: '400px',

                selectedClass: 'textbiru',

                selectedId: 'textUnderLine'

            }

        }

    }).mount('#app')

# V-Model

Untuk me-bind nilai di dalam form, agar di tempat lain, nilai nya bisa langsung ikut berubah

<div id="app">

    <div>

        <input type="text" v-model ="username">

    </div>

    <div>

        <textarea cols="30" rows="10" v-model ="address"></textarea>

    </div>

    <div>

        <input type="radio" value="L" v-model="gender">Laki-laki

        <input type="radio" value="P" v-model="gender">Perempuan

    </div>

    <div>

        <input type="checkbox" value="sepak bola" v-model="hobby"> Sepak Bola

        <input type="checkbox" value="basket" v-model="hobby"> Basket

        <input type="checkbox" value="voli" v-model="hobby"> Voli

    </div>

    <div>

        <select v-model="role">

            <option disabled value="">Choose one</option>

            <option value="admin">Admin</option>

            <option value="staff">Staff</option>

        </select>

    </div>

    <div>

        <p>

            username : {{username}}

            <br/>

            address : {{address}}

            <br/>

            gender : {{gender}}

            <br/>

            hobi:

            <span v-if="hobby.length > 0">

                <ul v-for="item in hobby">

                    <li>{{item}}</li>

                </ul>

            </span>

            <br/>

            role: {{role}}

        </p>

    </div>

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return{

                username:'',

                address:'',

                gender:'',

                hobby:[],

                role:''

            }

        }

    }).mount('#app')

Disini kita membuat variabel bernama username, dengan nilai default kosong. Kemudian di buat input type text yg meng-bind variabel “username” tadi. Hasilnya ketika kita meng ketikan apapun nilai di input text, akan ter display di <p> bawahnya, dst

# Computed Properties

Memproses data untuk disajikan di view nya. Tidak butuh trigger(langsung berjalan)

<div id="app">

    <form action="">

        <input type="text" v-model="firstName">

        <input type="text" v-model="lastName">

    </form>

    <div>

        Full Name : {{fullName}}

    </div>

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return{

                firstName: '',

                lastName: ''

            }

        },

        computed:{

            fullName(){

                return this.firstName + ' ' + this.lastName

            }

        }

    }).mount('#app')

\* ketika nilai v-model yg ada di dalam computed berubah, maka akan di jalankan kembali function computed nya

# If-Else (v-if)

<div id="app">

   <div v-if="tampil">

        {{ message }}

   </div>

   <div v-else>

        message false

   </div>

   <div v-if="nilai > 8">

        Nilai = A

   </div>

   <div v-else-if="nilai <= 8 && nilai > 6">

        Nilai = B

   </div>

   <div v-else>

        Nilai = C

   </div>

</div>

    <script type="module">

        import { createApp} from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

        createApp({

            data(){

                return{

                   message: 'hello world',

                   tampil: true,

                   nilai: 5

                }

            },

        }).mount('#app')

## v-show

<div id="app">

    <div v-show="stateLampu">

        Lampu hidup

    </div>

</div>

    <script type="module">

        import { createApp} from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

        createApp({

            data(){

                return{

                  stateLampu: false

                }

            },

        }).mount('#app')

Bedanya v-show dan v-if, pada v-show bila data nya false, maka akan ditambahkan

<div style="display: none;"> Lampu hidup </div>

Bila pada v-if, semua element nya tidak akan di munculkan semua

Kapan pakai v-show?

Lebih baik dipakai untuk data yg sering berubah-ubah /dynamic

<div id="app">

    <div v-show="stateLampu">

        Lampu hidup

    </div>

    <button @click="toogleLampu">Saklar Lampu</button>

</div>

    <script type="module">

        import { createApp} from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

        createApp({

            data(){

                return{

                  stateLampu: false

                }

            },

            methods: {

                toogleLampu(){

                    this.stateLampu = !this.stateLampu

                }

            }

        }).mount('#app')

    </script>

## One line v-if

<span :class="{doneText : flagItem == true}">

Atau

<span :class="{doneText : flagItem}">

Artinya kita akan memakai class doneText jika nilai dari flagItem == true

# Looping(v-for)

<div id="app">

    <div v-for="angka in 10">

        {{ angka }}

    </div>

<ul v-for="angka in 10">

        <li>{{ angka }}</li>

    </ul>

</div>

Hasil:

1

2

3

4

5

6

7

8

9

10

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10

## Lopping Array

<div id="app">

    <div v-for="(value, index) in fruits">

        {{index}} - {{value}} <button @click="hapusBuah(index)">Delete</button>

    </div>

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return{

                fruits: ['apple', 'orange', 'melon', 'lemon', 'papaya']

            }

        },

        methods: {

            hapusBuah(index) {

                this.fruits.splice(index,1)

            }

        }

    }).mount('#app')

</script>

## Lopping Array of Object

<div id="app">

    <div v-for="(value, index) in footballPlayers">

        {{index}} - {{value.name}} | {{value.position}}

    </div>

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return{

                footballPlayers:[

                    {name:'messi', position: 'FW'},

                    {name:'CR7', position: 'WF'},

                    {name:'casilas', position: 'GK'},

                    {name:'ramos', position: 'DF'},

                    {name:'modric', position: 'MF'},

                ]

            }

        },

    }).mount('#app')

</script>

# Event Handling & Methods

## Inline Method Click

<div id="app">

    <button v-on:click="count--">-</button>

        <span> {{count}} </span>

    <button v-on:click="count++">+</button>

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return{

                count: 0

            }

        },

Bentuk singkat dari v-on:click adalah @click

<div id="app">

    <button @click="count--">-</button>

        <span> {{count}} </span>

    <button @click="count++">+</button>

</div>

## Click method

<div id="app">

    <button @click="kurang()">-</button>

        <span> {{count}} </span>

    <button @click="tambah()">+</button>

    <button @click="sayHello('cara fajar')">Say Hello</button>

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return{

                count: 0

            }

        },

        methods: {

            kurang(){

                this.count--

            },

            tambah(){

                this.count++

            },

            sayHello(nama){

                alert('Hallo '+ nama)

            }

        }

    }).mount('#app')

</script>

## KeyDown and KeyUp

<input type="text" v-on:keydown.enter="sayHello('cara fajar')">

<br/>

<input type="text" v-on:keydown.space="sayHello('cara fajar')">

Keydown.enter = Event ketika kita menekan tombol enter, maka akan menjalankan method sayHello

Keydown.space = Event ketika kita menekan tombol spasi, maka akan menjalankan method sayHello

Bentuk singkatnya:

<input type="text" @keydown.enter="sayHello('cara fajar')">

<br/>

<input type="text" @keydown.space="sayHello('cara fajar')">

## Event Prevent Default

<form method="post" action="whatever.html" v-on:submit.prevent>

     <input type="text">

     <input type="submit" value="send">

</form>

Prevent default disini, menghilangkan sifat default dari form, yakni ketika di button submit akan me-refresh halaman. Dengan menambahkan submit.prevent, ketika di button submit, maka halaman tidak akan di refresh

Bentuk singkat:

 <form method="post" action="whatever.html" @submit.prevent>

# Watcher- Reactive Error Messages

Menangkap perubahan yang ada pada element

<div id="app">

    <form action="">

        <input type="text" v-model="firstName">

    </form>

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return {

                firstName: ''

            }

        },

        watch: {

            firstName(newValue, oldValue) {

                console.log('oldValue : ' + oldValue)

                console.log('newValue : ' + newValue)

            }

        }

    }).mount('#app')

</script>

Disini kita punya input text dengan model firstName, firstName kita watch, dengan membuat watch dengan nama yg sama dengan v-model nya.

Parameter pada function watch, sesuai urutan:

Param1 = new value dari inputan user

Param2 = old value dari inputan user sebelumnya

## Watcher untuk validasi

<div id="app">

    <form action="" @submit-prevent="">

        Username:

        <input type="text" v-model="userName">

        <label for="username" v-if="userNameErr">{{ errMSg }}</label>

        <br/>

        Password:

        <input type="password" v-model="password">

        <label for="password" v-if="passwordErr">{{ errMSgPassword }}</label>

        <br/>

        Retype Password:

        <input type="password" v-model="passwordRetype">

        <label for="password" v-if="reTypeErr">{{ errMSgRetype }}</label>

        <br/>

        <input type="submit" value="Register">

    </form>

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return {

                userName: '',

                password: '',

                passwordRetype: '',

                userNameErr: false,

                passwordErr:false,

                reTypeErr:false,

                errMSg:'',

                errMSgPassword: '',

                errMSgRetype:''

            }

        },

        watch: {

            userName(value){

                if(value.length < 8)

                {

                    this.userNameErr = true

                    this.errMSg = 'minimal username 8 char'

                } else {

                    this.userNameErr = false

                    this.errMSg = ''

                }

            },

            password(value){

                if(value.length < 8)

                {

                    this.passwordErr = true

                    this.errMSgPassword = 'minimal password 8 char'

                } else {

                    this.passwordErr = false

                    this.errMSgPassword = ''

                }

            },

            passwordRetype(value){

                if(value != this.password){

                    this.reTypeErr = true

                    this.errMSgRetype = 'password tidak sama'

                } else {

                    this.reTypeErr = false

                    this.errMSgRetype = ''

                }

            }

        }

    }).mount('#app')

</script>

# Contoh: Membuat TodoList

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Belajar VueJs</title>

    <link href="https://cdn.jsdelivr.net/npm/bootstrap@5.0.2/dist/css/bootstrap.min.css" rel="stylesheet" integrity="sha384-EVSTQN3/azprG1Anm3QDgpJLIm9Nao0Yz1ztcQTwFspd3yD65VohhpuuCOmLASjC" crossorigin="anonymous">

</head>

<style>

    .doneText{

        text-decoration: line-through;

        color: red;

    }

</style>

<body>

<div id="app">

  <div class="container">

    <h1 class="mt-3 text-center">TO DO LIST</h1>

    <div class="row justify-content-center">

        <div class="col-9 mt-5">

            <div class="row">

                <div class="col-2">

                    <input type="text" class="form-control" placeholder="start" v-model="startTime">

                </div>

                <div class="col-2">

                    <input type="text" class="form-control" placeholder="end" v-model="endTime">

                </div>

                <div class="col-6">

                    <input type="text" class="form-control" placeholder="new activity" v-model="activity">

                </div>

                <div class="col-2">

                    <button class="btn btn-primary form-control" @click="addToDo">Add</button>

                </div>

            </div>

        </div>

    </div>

    <div class="row justify-content-center">

        <div class="col-7 mt-5">

            <div v-for="(item, index) in todoList" class="p-2" style="border-bottom: solid 1px #ddd;">

                <button type="button" class="btn btn-outline-danger me-3" @click="deleteTodo(index)">delete</button>

                <button type="button" class="btn btn-success me-3" @click="changeStatus(index)">done</button>

                <span :class="{doneText : item.status}">

                    {{item.start}} - {{item.end}} : {{item.text}}

                </span>

            </div>

        </div>

    </div>

  </div>

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return {

               todoList : [

                    {text: 'belajar HTML', start: '07:00', end: '08:00', status: false},

                    {text: 'belajar css', start: '08:00', end: '09:00', status: false},

                    {text: 'belajar JS', start: '09:00', end: '10:00', status: false}

               ],

               startTime: '',

               endTime:'',

               activity:''

            }

        },

        methods: {

            addToDo(){

                let newItem = {

                    text: this.activity,

                    start: this.startTime,

                    end: this.endTime,

                    status: false

                }

                this.todoList.push(newItem)

            },

            deleteTodo(index){

                this.todoList.splice(index, 1)

            },

            changeStatus(index){

                this.todoList[index].status = true

            }

        }

    }).mount('#app')

</script>

</body>

</html>

# Hooks

## Before Create & Created

    createApp({

        data(){

            return {

               message: 'hello world'

            }

        },

        beforeCreate(){

            console.log(`before create  ${this.message}`)

        },

        created(){

            console.log(`created ${this.message}`)

        }

    }).mount('#app')

Hasil:

before create undefined

created hello world

Beforecreate() dijalankan sebelum aplikasi mengenali isi dari data()

Created() ketika aplikasi sudahs selesai meng-create data()

## Before mount & mounted

<body>

<div id="app">

    <input type="text" value="whatever" ref="namaRef">

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return {

               message: 'hello world'

            }

        },

        beforeMount(){

            console.log(`before : ${this.$refs.namaRef.value}`) // error

        },

        mounted(){

            console.log(`mounted : ${this.$refs.namaRef.value}`) // whatever

        }

    }).mount('#app')

</script>

beforeMount() menjalankan isi function sebelum view DOM dibuat, oleh karena itu jika kita get value dari input text diatas, akan return error

mounted() menjalankan function setelah view DOM selesai dibuat

## beforeUpdate & updated

<div id="app">

    <input type="text" :value="count" ref="hitungan">

    <button @click="count++">Add</button>

</div>

<script type="module">

    import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

    createApp({

        data(){

            return {

               message: 'hello world',

               count: 0

            }

        },

        beforeUpdate(){

            console.log(`before udpate : ${this.$refs.hitungan.value}`) // 0

        },

        updated(){

            console.log('updated : '+ this.$refs.hitungan.value) // 1

        }

    }).mount('#app')

</script>

beforeUpdate() dijalankan sebelum ada perubahan dari sisi DOM View nya

updated() dijalankan setelah ada perubahan DOM / View

## beforeUnmount &unmounted

menggunakan component, coming soon

# Get data from API

<script type="module">

        import { createApp } from 'https://unpkg.com/vue@3/dist/vue.esm-browser.js'

        createApp({

            data(){

                return {

                }

            },

            methods: {

                async getListPokemon(){

                 let response = await fetch("https://pokeapi.co/api/v2/pokemon");

                 let data = await response.json();

                 console.log(data);

                }

            },

            mounted(){

                this.getListPokemon()

            }

    }).mount('#app')

# Single File Component (SFC)

## SFC Adalah

SFC adalah Single File Component artinya setiap komponen di buat dalam 1 file saja

## Install vue SFC

Arahkan ke direktori folder project, lalu npm create vue@latest

✔ Project name: … <your-project-name>

✔ Add TypeScript? … No / Yes

✔ Add JSX Support? … No / Yes

✔ Add Vue Router for Single Page Application development? … No / Yes

✔ Add Pinia for state management? … No / Yes

✔ Add Vitest for Unit testing? … No / Yes

✔ Add an End-to-End Testing Solution? … No / Cypress / Playwright

✔ Add ESLint for code quality? … No / Yes

✔ Add Prettier for code formatting? … No / Yes

Scaffolding project in ./<your-project-name>...

Done.

Tuliskan nama project

lalu pilih No semua(karena tutorial)

setelah selesai, masuk ke folder nama project dan jalankan

npm install

dan

npm run dev

alamat url: <http://127.0.0.1:5173/>

## Struktur File di SFC

### Index.html

<div id="app"></div>

    <script type="module" src="/src/main.js"></script>

Lokasi id=”app” nya ada disini

Memanggil script js type=”modul” dan memanggil main.js

### Main.js

import './assets/main.css'

import { createApp } from 'vue'

import App from './App.vue'

createApp(App).mount('#app')

memanggil css dari assets/main.css

import file dari APP.vue kemudian di mout ke div id=”app”

### App.vue

Pada bagian atas kita bisa melihat banyak mengimport komponen

<script setup>

import HelloWorld from './components/HelloWorld.vue'

import TheWelcome from './components/TheWelcome.vue'

</script>

<template>

  <header>

    <img alt="Vue logo" class="logo" src="./assets/logo.svg" width="125" height="125" />

    <div class="wrapper">

      <HelloWorld msg="You did it!" />

    </div>

  </header>

  <main>

    <TheWelcome />

  </main>

</template>

# Component

## Create & Call Component

Lokasi: \src\components\Student.vue

Tiap komponen wajib terdapat 1 tag <template> </template>

App.vue

<template>

  <Student />

</template>

<script setup>

  import Student from './components/Student.vue'

</script>

\*posisi <script setup> diatas atau di bawah sama aja

Student.Vue

<template>Hallo student</template>

## Options API

Di vue ada 2 jenis API, composition API dan Options API. Secara default vue SFC menggunkan composition API (<script setup>). Di pembahasan sebelumnya menggunakan Options API. Sehingga cara kita import agak sedikit diubah

App.vue

<template>

  <Student />

</template>

<script>

  import Student from './components/Student.vue'

  export default {

    components: {

      Student

    }

  }

</script>

Hanya menggunakan tag <script> Tanpa ‘setup’ dan setelah import Student, tambah export default

## Props

Dapat mengirim data ke child component nya

App.vue

<template>

  <Student studentName="Andy"/> <br>

  <Student studentName="Budi"/> <br>

  <Student studentName="Elly"/>

</template>

<script>

  import Student from './components/Student.vue'

  export default {

    components: {

      Student

    }

  }

</script>

Student.vue

<template>Hallo student {{ studentName }}</template>

<script>

    export default {

        props:{

            studentName : String

        }

    }

</script>

Di Student.vue kita daftarkan juga nama props nya

## Emits

Kebalikan dari props, mengirim value dari child component ke parent component

Student.vue

<template>

    Hallo student {{ studentName }}

    <button @click="sendName">Show</button>

</template>

<script>

    export default {

        props:{

            studentName : String

        },

        emits:['responseName'],

        methods:{

            sendName(){

                this.$emit('responseName', this.studentName)

            }

        }

    }

</script>

Buat emits dalam bentuk array. Saat kita klik tombol show, akan di jalankan methods sendName yg isi nya mengirim studentName dalam emit responseName

App.vue

<template>

  <Student @responseName="(value)=> selectedStudent=value" studentName="Andy"/> <br>

  <Student @responseName="showData" studentName="Budi"/> <br>

  <Student @responseName="showData" studentName="Elly"/>

  <p>

    Student yg di pilih = {{ selectedStudent }}

  </p>

</template>

<script>

  import Student from './components/Student.vue'

  export default {

    components: {

      Student

    },

    data(){

      return{

        selectedStudent:'',

        testData:''

    }

  },

  methods:{

    showData(value){

      this.selectedStudent = value

    }

  }

}

</script>

Pada tag <Student> kita tambahkan @responseName (nama emitsnya) dan apa yg akan dilakukan. Ada 2 cara:

* + Arrow function “(value)=> selectedStudent=value”
  + Panggil method bernama showData

## Slot

Informasi tambahan yg di kirim parent component ke children component.

Sifat nya tidak wajib / tambahan.

Bisa di beri nilai default jika parent tidak mengirim apa2

Harus menggunakan tag buka dan tag tutup (<Student> </Student>)

App.vue

<template>

  <Student @responseName="(value)=> selectedStudent=value" studentName="Andy">

    ini adalah nilai slot Parent

  </Student>

  <br>

  <Student @responseName="showData" studentName="Budi"/> <br>

  <Student @responseName="showData" studentName="Elly"/> <br>

Student.vue

<template>

    <slot>default msg</slot>

    <br>

    Hallo student {{ studentName }}

    <button @click="sendName">Show</button>

    <br>

</template>

Hasil:

ini adalah nilai slot Parent  
Hallo student Andy Show  
  
default msg  
Hallo student Budi Show  
  
default msg  
Hallo student Elly Show

# Router

## Install

Saat pertama npm install pilih yes

✔ Add Vue Router for Single Page Application development? … No / Yes

Atau

$npm install vue-router@4

## Setup

Buat folder dan file index.js di \src\router\index.js

import { createRouter, createWebHashHistory } from "vue-router";

import DashboardView from "../views/Dashboard.vue"

import AboutView from "../views/About.vue"

const routes = [

    { path:'', component: DashboardView },

    { path:'/about', component: AboutView }

]

const router = createRouter({

    history: createWebHistory(),

    routes

})

export default router

main.js

import { createApp } from 'vue'

import App from './App.vue'

import router from './router'

createApp(App).use(router).mount('#app')

\*tambahkan import router dan .use(router)

## Implementasi

App.vue

<template>

  <div class="menu">

    <Navbar/>

  </div>

  <RouterView />

</template>

<script>

    import Navbar from "./components/Navbar.vue"

    export default {

      components: {

        Navbar

      }

    }

</script>

Navbar.vue

<template>

    <RouterLink to="/">Dashboard</RouterLink>

    <RouterLink to="about">About</RouterLink>

</template>

Router Link disini sama dengan <a href=””>

<RouterLink :to="'user/'+val.params">{{ val.name }}</RouterLink>

Bisa juga pakai :to jika ingin di concat

RouterView tempat isi dari component akan di render, sehingga aplikasi tetap di halaman yg sama/ single page component

# Dynamic Router

Router/index.js

import UserView from "../views/User.vue"

import UserDetailView from "../views/UserDetail.vue"

const routes = [

    { path:'', component: DashboardView },

    { path:'/about', component: AboutView },

    { path:'/user', component: UserView },

    { path:'/user/:id', component: UserDetailView }

]

const router = createRouter({

    history: createWebHistory(),

    routes

})

export default router

disini kita akan membuat halaman user detail dengan mengirimkan param id di url

User.vue

<template>

    <h1>Ini adalah halaman USer</h1>

    <h2>List User</h2>

    <ul>

        <li v-for="val in users">

            <RouterLink :to="'user/'+val.params">{{ val.name }}</RouterLink>

        </li>

    </ul>

</template>

<script>

    export default {

        data() {

            return {

                users:[

                    {params: 'meg', name: 'Meg'},

                    {params: 'ben', name: 'Ben'},

                    {params: 'greg', name: 'Greg'},

                ]

            }

        }

    }

</script>

UserDetail.vue

<template>

    Halaman detail dari {{ $route.params.id }}

</template>

\*kenapa .id karena di router/index.js kita pakai :id

# Nested Route

Router/index.js

const routes = [

    { path:'', component: DashboardView },

    { path:'/about', component: AboutView },

    { path:'/user', component: UserView },

    //regular routes format

    // { path:'/user/:id', component: UserDetailView },

    // { path:'/user/:id/profile', component: UserProfileView },

    // { path:'/user/:id/posts', component: UserPostView }

    // nested routes format

    {

        path:'/user/:id',

        component: UserIndexView,

        children: [

            {

                path:'',

                component: UserDetailView

            },

            {

                path:'/user/:id/posts',

                component: UserPostView

            },

            {

                path:'/user/:id/profile',

                component: UserProfileView

            },

        ]

    }

Disini kita perlu 1 component tambahan (UserIndexView)

UserIndex.vue

<template>

    <RouterView/>

</template>

UserPost.vue

<template>

    Halaman POST dari user {{ $route.params.id }}

</template>

UserProfile.vue

<template>

    halaman Profile dari user: {{ $route.params.id }}

</template>

# Same Route but different Param

Contoh pada project pokedex-sfc

Kita punya route(index.js)

{

      path:'/pokemon/:name',

      component: DetailPokemon,

}

Dan kita memiliki navigasi seperti di bawah:

![](data:image/png;base64,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)

Bila user pilih charmander, maka url = http://localhost:5173/pokemon/charmander

Bila user pilih charmeleon, maka url = http://localhost:5173/pokemon/ charmeleon

Bila user pilih charizard, maka url = http://localhost:5173/pokemon/ charizard

Ketiga link tersebut memanggil path yg sama ('/pokemon/:name')

Route vue akan menganggap tidak ada perubahan halaman. Agar halaman tetap bisa reactive/ berubah detail nya, maka kita harus watch perubahan param nya, di halaman component

DetailPokemon.vue

watch(() => route.params.name, (newId, oldId) => {

getPokemon() //call api

})

# Options API vs Composition API

Biasanya options API hanya menggunakan tag <script> sedangkan pada composition API mengunakan <script setup>

Composition API

<template>

<button @click="methodComposition()">Alert</button>

    {{ profile }}

    {{ age }}

    {{ computedAge }}

</template>

<script setup>

import {ref, reactive, onMounted, computed} from 'vue'

const profile = reactive({name:'sadam', age:'17'}) //only declares reactive state for objects.

const age = ref(12) // allows us to declare reactive state for primitives and objects

function methodComposition(){

    alert('wasd')

}

const computedAge = computed(() => {

    console.log(age.value);

    console.log(profile.age);

    return profile.age\*2

})

## Assigne object

<script setup>

let selectedPokemon = reactive({})

async function getPokemon(){

        const name = route.params.name

        let response = await fetch("https://pokeapi.co/api/v2/pokemon/" + name);

        let data = await response.json();

        Object.assign(selectedPokemon, data)

    }

</script>

## Watcher

<script setup>

import {ref, watch } from 'vue'

let search = ref('')

watch(search, (currentValue, oldValue) => {

     console.log(currentValue);

     console.log(oldValue);

});

</script>

Contoh lain watcher

watch(() => route.params.name, (newId, oldId) => {

        getPokemon()

    })

## onMounted

<script setup>

import {ref, reactive, onMounted, computed} from 'vue'

onMounted(() => {

  getListPokemon()

})

</script>

# Style scooped

<style scoped>

    .menu{

        background-color: #eee;

        line-height: 2.5;

        padding: 10px;

    }

</style>

Artinya style ini hanya berlaku di halaman component tempat style ini di buat

# Pinia – State Management (Store)

Misal kita punya counter yg menghitung sampai angka 5, bila menggunakan store, ketika pindah halaman, maka angka di counter tetap pada angka 5

Dianjurkan install extension vue js devtools

## Install Pinia

<https://pinia.vuejs.org/>

$npm install pinia

## Setup Pinia

Src/main.js

Tambahkan

import { createPinia } from 'pinia'

const pinia = createPinia()

app.use(router).use(pinia)

## Create Store

Create new folder ‘stores’ in src/stores dan file di dalam nya bernama todoStore.js

todoStore.js

import { defineStore } from 'pinia'

export const useTodoStore = defineStore('todo', {

})

Penamaan const sebaiknya menggunakan use<nama>Store (diapit)

‘todo’ disini sebaiknya id unik di 1 aplikasi

Sama seperti vue api, ada 2 jenis Store yakni option Store dan composition Store. Disarankan pakai option store

import { defineStore } from 'pinia'

export const useTodoStore = defineStore('todo', {

    state: () => ({ count: 0, name: 'Eduardo' }),

    getters: {

        doubleCount: (state) => state.count \* 2,

    },

    actions: {

        increment() {

            this.count++

        },

    },

})

State: sama dengan data di vue reguler

Getters: sama dengan computed di vue reguler

Actions: sama dengan methods di vue reguler

TodoView.vue

<template>

    <h1>Halaman todolist</h1>

    count = {{ todoStore.count }}

    <br>

    name = {{ todoStore.name }}

    <br>

    doubleCount = {{ todoStore.doubleCount }}

    <br><br>

    <button @click="todoStore.increment">Add</button>

</template>

<script setup>

import { useTodoStore } from '../stores/todoStore'

const todoStore = useTodoStore()

</script>

# Contoh Todo List dengan Pinia

todoStore.js

import { defineStore } from 'pinia'

export const useTodoStore = defineStore('todo', {

    state: () => ({

        todoList: [

            {'name' : 'Belajar HTML', isDone: false},

            {'name' : 'Belajar CSS', isDone: false},

            {'name' : 'Belajar JS', isDone: false},

            {'name' : 'Belajar PHP', isDone: false},

        ]

    }),

    getters: {

       showAll(state){

            return state.todoList

       },

       doneOnly(state){

            return state.todoList.filter(item => item.isDone == true)

       },

       unDoneOnly(state){

            return state.todoList.filter(item => item.isDone == false)

       }

    },

    actions: {

        setAsDone(name){

            this.todoList.find(item => item.name == name).isDone = true

        },

        setAsUnDone(name){

            this.todoList.find(item => item.name == name).isDone = false

        },

        addTodo(data){

            let exist = this.todoList.filter(item=>item.name == data).length

            if(exist) {

                alert('Already Exist')

                return

            }

            this.todoList.push(

                {name : data, isDone: false}

            )

        }

    },

})

TodoView.vue

<template>

    <h1>Halaman todolist</h1>

    <form @submit.prevent="todoStore.addTodo(newTodo)">

        <input type='text' v-model="newTodo" placeholder="add new todo ....">

        <input type="submit" value="Add">

    </form>

    <div style="width:500px; padding-inline-start: 40px;">

        <h3 style="text-align: center;">My Todo List</h3>

    </div>

    <div class="getters-button">

        <button @click="show = 'all'">Show All</button>

        <button @click="show = 'done only'">Done Only</button>

        <button @click="show = 'undone only'">Undone Only</button>

    </div>

    <!-- show all -->

    <div v-if="show == 'all'">

        <ul>

            <li v-for="list in todoStore.todoList">

                <span>{{ list.name }}</span>

                <span>

                    <button v-if="list.isDone == false" @click="todoStore.setAsDone(list.name)">set as Done</button>

                    <button v-if="list.isDone" @click="todoStore.setAsUnDone(list.name)">set as Un-Done</button>

                </span>

            </li>

        </ul>

    </div>

    <!-- done only -->

    <div v-if="show == 'done only'">

        <ul>

            <li v-for="list in todoStore.doneOnly">

                <span>{{ list.name }}</span>

                <span>

                    <button v-if="list.isDone == false" @click="todoStore.setAsDone(list.name)">set as Done</button>

                    <button v-if="list.isDone" @click="todoStore.setAsUnDone(list.name)">set as Un-Done</button>

                </span>

            </li>

        </ul>

    </div>

    <!-- undone only -->

    <div v-if="show == 'undone only'">

        <ul>

            <li v-for="list in todoStore.unDoneOnly">

                <span>{{ list.name }}</span>

                <span>

                    <button v-if="list.isDone == false" @click="todoStore.setAsDone(list.name)">set as Done</button>

                    <button v-if="list.isDone" @click="todoStore.setAsUnDone(list.name)">set as Un-Done</button>

                </span>

            </li>

        </ul>

    </div>

</template>

<style scooped>

    form{

        width:500px;

        padding-inline-start: 40px;

        margin-bottom: 40px;

    }

    form input {

        padding:10px

    }

    form input:first-child{

        width: 80%;

        margin: 0px 10px;

    }

    ul{

        list-style: none;

        width: 500px;

    }

    li{

        border: solid 1px;

        margin:10px;

        padding: 10px;

        display: flex;

        justify-content: space-between;

    }

    .getters-button{

        display: flex;

        justify-content: center;

        gap: 10px;

        width:500px;

        padding-inline-start: 40px;

    }

</style>

<script setup>

import { useTodoStore } from '../stores/todoStore'

import {ref, reactive, onMounted, computed} from 'vue'

const todoStore = useTodoStore()

const newTodo= ref()

let show= ref('all')

</script>

Dengan option api

<script>

    import { useTodoStore } from '../stores/todoStore'

    export default{

        setup(){

            const todoStore = useTodoStore()

            return {todoStore}

        }

    }

</script>